Restful Web service using Jersey 2.14 and Spring

# Project Structure

![](data:image/png;base64,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)

# Maven Config (pom.xml)

<project xmlns=*"http://maven.apache.org/POM/4.0.0"* xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xsi:schemaLocation=*"http://maven.apache.org/POM/4.0.0 http://maven.apache.org/maven-v4\_0\_0.xsd"*>

<modelVersion>4.0.0</modelVersion>

<groupId>jerseyrest2x</groupId>

<artifactId>jerseyrest2x</artifactId>

<packaging>war</packaging>

<version>0.0.1-SNAPSHOT</version>

<name>jerseyrest2x Maven Webapp</name>

<url>http://maven.apache.org</url>

<dependencies>

<!-- servlet 3.0 -->

<dependency>

<groupId>javax.servlet</groupId>

<artifactId>javax.servlet-api</artifactId>

<version>3.0.1</version>

<scope>provided</scope>

</dependency>

<!-- jax-rs 2.0 -->

<dependency>

<groupId>javax.ws.rs</groupId>

<artifactId>javax.ws.rs-api</artifactId>

<version>2.0</version>

</dependency>

<!-- jersey implementation library -->

<dependency>

<groupId>org.glassfish.jersey.containers</groupId>

<artifactId>jersey-container-servlet</artifactId>

<!-- <version>2.11</version> -->

<version>2.14</version>

</dependency>

<!-- jersey media multipart for file upload -->

<dependency>

<groupId>org.glassfish.jersey.media</groupId>

<artifactId>jersey-media-multipart</artifactId>

<!-- <version>2.11</version> -->

<version>2.14</version>

</dependency>

<!-- Spring Jersey Integration -->

<dependency>

<groupId>org.glassfish.jersey.ext</groupId>

<artifactId>jersey-spring3</artifactId>

<version>2.14</version>

</dependency>

<dependency>

<groupId>commons-logging</groupId>

<artifactId>commons-logging</artifactId>

<version>1.2</version>

</dependency>

<dependency>

<groupId>org.codehaus.jackson</groupId>

<artifactId>jackson-core-asl</artifactId>

<version>1.9.13</version>

</dependency>

<dependency>

<groupId>org.codehaus.jackson</groupId>

<artifactId>jackson-mapper-asl</artifactId>

<version>1.9.13</version>

</dependency>

<!-- The following is required for object to json -->

<dependency>

<groupId>org.glassfish.jersey.media</groupId>

<artifactId>jersey-media-json-jackson</artifactId>

<version>2.14</version>

</dependency>

</dependencies>

<build>

<finalName>jerseyrest2x</finalName>

<plugins>

<plugin>

<groupId>org.apache.maven.plugins</groupId>

<artifactId>maven-compiler-plugin</artifactId>

<version>3.0</version>

<configuration>

<source>1.7</source>

<target>1.7</target>

</configuration>

</plugin>

<plugin>

<groupId>org.apache.maven.plugins</groupId>

<artifactId>maven-war-plugin</artifactId>

<version>2.4</version>

<configuration>

<failOnMissingWebXml>false</failOnMissingWebXml>

</configuration>

</plugin>

</plugins>

</build>

</project>

# WEB.xml

<web-app xmlns=*"http://java.sun.com/xml/ns/javaee"* xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xsi:schemaLocation=*"http://java.sun.com/xml/ns/javaee http://java.sun.com/xml/ns/javaee/web-app\_3\_0.xsd"*

version=*"3.0"*>

<display-name>JAX-RS 2 File Upload Example Web Application</display-name>

<listener>

<listener-class>org.springframework.web.context.ContextLoaderListener</listener-class>

</listener>

<context-param>

<param-name>contextConfigLocation</param-name>

<param-value>classpath:applicationContext.xml</param-value>

</context-param>

</web-app>

# Spring IOC Configuration (applicationContext.xml)

<beans xmlns=*"http://www.springframework.org/schema/beans"*

xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"* xmlns:context=*"http://www.springframework.org/schema/context"*

xsi:schemaLocation=*"http://www.springframework.org/schema/beans*

*http://www.springframework.org/schema/beans/spring-beans-3.0.xsd*

*http://www.springframework.org/schema/context*

*http://www.springframework.org/schema/context/spring-context-3.0.xsd"*>

<context:component-scan base-package=*"com.ddlab"* />

<bean id=*"dbHandler"* class=*"com.ddlab.rest.service.EmployeeServiceImpl"* />

</beans>

# Java Classes

## BaseResource.java

package com.ddlab.rest.base.resources;

import java.nio.file.AccessDeniedException;

import javax.ws.rs.NotFoundException;

import javax.ws.rs.WebApplicationException;

import javax.ws.rs.core.Response;

import javax.ws.rs.core.Response.Status;

public class BaseResource {

protected WebApplicationException createWebappException(Exception incomingException) {

Status status;

String string = null;

if (incomingException instanceof SecurityException || incomingException instanceof AccessDeniedException) {

status = Status.FORBIDDEN;

} else if (incomingException instanceof IllegalArgumentException) {

status = Status.BAD\_REQUEST;

string=incomingException.getMessage();

} else if (incomingException instanceof NotFoundException) {

status = Status.NOT\_FOUND;

} else if (incomingException instanceof Exception) {

status = Status.INTERNAL\_SERVER\_ERROR;

} else {

status = Status.INTERNAL\_SERVER\_ERROR;

}

return new WebApplicationException(Response.status(status).entity(string).type("text/plain").build());

}

}

## EmployeeResource.java

package com.ddlab.rest.emp.resources;

import java.io.File;

import java.io.FileInputStream;

import java.io.FileNotFoundException;

import java.io.InputStream;

import javax.servlet.ServletConfig;

import javax.servlet.http.HttpServletRequest;

import javax.ws.rs.Consumes;

import javax.ws.rs.DELETE;

import javax.ws.rs.GET;

import javax.ws.rs.POST;

import javax.ws.rs.PUT;

import javax.ws.rs.Path;

import javax.ws.rs.Produces;

import javax.ws.rs.QueryParam;

import javax.ws.rs.core.Context;

import javax.ws.rs.core.MediaType;

import javax.ws.rs.core.Response;

import javax.ws.rs.core.Response.ResponseBuilder;

import javax.ws.rs.core.Response.Status;

import org.springframework.beans.factory.annotation.Autowired;

import com.ddlab.rest.base.resources.BaseResource;

import com.ddlab.rest.entity.User;

import com.ddlab.rest.service.EmployeeService;

@Path("1/empresource")//Vesrion/Resources

public class EmployeeResource extends BaseResource {

@Context

HttpServletRequest request;

@Context

ServletConfig servletConfig;

@Autowired

private EmployeeService empService;

@Path("/create")

@POST

@Consumes({ MediaType.APPLICATION\_XML, MediaType.APPLICATION\_JSON })

@Produces({ MediaType.APPLICATION\_XML, MediaType.APPLICATION\_JSON })

public Response createUser(User user) {

//DELETE http://localhost:8080/jerseyrest2x/empresources/1/empresource/create

//Content-Type:application/json

//Payload : {"username":"Deba","password":"deba","id":"123"}

ResponseBuilder responseBuilder = null;

try {

if(user.getUserName() == null || user.getPassword() == null )

responseBuilder = Response.status(Status.BAD\_REQUEST).entity("Incorrect password");

empService.createUser(user);

responseBuilder = Response.status(Status.CREATED).entity("User created successfully");

} catch (Exception e) {

responseBuilder = Response.serverError();

}

return responseBuilder.build();

}

@Path("/update")

@PUT

@Consumes({ MediaType.APPLICATION\_XML, MediaType.APPLICATION\_JSON })

@Produces({ MediaType.APPLICATION\_XML, MediaType.APPLICATION\_JSON })

public void updateUser(User user) { //204 No content

//DELETE http://localhost:8080/jerseyrest2x/empresources/1/empresource/update

//Content-Type:application/json

//Payload : {"username":"Deba","password":"deba","id":"123"}

if(user.getUserName() == null || user.getPassword() == null )

throw createWebappException(new IllegalArgumentException("Incorrect credentials"));

empService.updateUser(user);

}

@Path("/delete")

@DELETE

@Consumes({ MediaType.APPLICATION\_XML, MediaType.APPLICATION\_JSON })

@Produces({ MediaType.APPLICATION\_XML, MediaType.APPLICATION\_JSON })

public String deleteUser(User user) {

//DELETE http://localhost:8080/jerseyrest2x/empresources/1/empresource/delete

//Content-Type:application/json

//Payload : {"username":"Deba","password":"deba","id":"123"}

if(user.getUserName() == null || user.getPassword() == null )

throw createWebappException(new IllegalArgumentException("Incorrect credentials"));

empService.deleteUser(user);

return "User "+user.getUserName()+" has been removed from the system successfully";

}

@Path("/userid")

@GET

@Produces({ MediaType.APPLICATION\_XML, MediaType.APPLICATION\_JSON })

public User getUser(@QueryParam("id") int id) {

//GET http://localhost:8080/jerseyrest2x/empresources/1/empresource/userid?id=123

//Accept:application/json or application/xml

if(id == 0 )

throw createWebappException(new IllegalArgumentException("Incorrect ID"));

return empService.getUserById(String.valueOf(id));

}

@Path("/show/image")

@GET

@Produces("image/png")

public Response showImage() {

//GET http://localhost:8080/jerseyrest2x/empresources/1/empresource/show/image

//You can directly hit in the browser

InputStream inStream = null;

try {

String SERVER\_DOWNLOAD\_LOCATION\_FOLDER = "D:"+File.separator+"temp"+File.separator;

String IMG\_FILE\_NAME = "r.jpg";

inStream = new FileInputStream(SERVER\_DOWNLOAD\_LOCATION\_FOLDER+IMG\_FILE\_NAME);

} catch (FileNotFoundException e) {

e.printStackTrace();

}

return Response.ok().entity(inStream).build();

}

}

## EmpResourceAppConfig.java

package com.ddlab.rest.emp.resources;

import java.util.HashSet;

import java.util.Set;

import javax.ws.rs.ApplicationPath;

import javax.ws.rs.core.Application;

import org.glassfish.jersey.jackson.JacksonFeature;

import org.glassfish.jersey.media.multipart.MultiPartFeature;

//@ApplicationPath("/\*")

@ApplicationPath("empresources")

public class EmpResourceAppConfig extends Application {

//There can be multiple Classes which extend javax.ws.rs.core.Application

//This is used for logical functional separation

@Override

public Set<Class<?>> getClasses() {

Set<Class<?>> resources = new HashSet<Class<?>>();

resources.add(EmployeeResource.class);

resources.add(MultiPartFeature.class);

resources.add(JacksonFeature.class);

return resources;

}

}

## ITCInfotechServices.java

package com.ddlab.rest.itc.resources;

import java.io.File;

import java.io.FileInputStream;

import java.io.FileNotFoundException;

import java.io.FileOutputStream;

import java.io.IOException;

import java.io.InputStream;

import java.io.OutputStream;

import javax.servlet.ServletConfig;

import javax.servlet.http.HttpServletRequest;

import javax.ws.rs.Consumes;

import javax.ws.rs.DELETE;

import javax.ws.rs.FormParam;

import javax.ws.rs.GET;

import javax.ws.rs.MatrixParam;

import javax.ws.rs.POST;

import javax.ws.rs.PUT;

import javax.ws.rs.Path;

import javax.ws.rs.PathParam;

import javax.ws.rs.Produces;

import javax.ws.rs.QueryParam;

import javax.ws.rs.core.Context;

import javax.ws.rs.core.MediaType;

import javax.ws.rs.core.Response;

import org.codehaus.jackson.JsonParseException;

import org.codehaus.jackson.map.JsonMappingException;

import org.codehaus.jackson.map.ObjectMapper;

import org.glassfish.jersey.media.multipart.ContentDisposition;

import org.glassfish.jersey.media.multipart.FormDataBodyPart;

import org.glassfish.jersey.media.multipart.FormDataContentDisposition;

import org.glassfish.jersey.media.multipart.FormDataMultiPart;

import org.glassfish.jersey.media.multipart.FormDataParam;

import com.ddlab.rest.entity.Constants;

import com.ddlab.rest.entity.Employee;

import com.ddlab.rest.entity.FileUtil;

@Path("itc")

public class ITCInfotechServices {

@Context

HttpServletRequest request;

@Context

ServletConfig servletConfig;

@GET

@Produces(MediaType.TEXT\_PLAIN)

public String getOrganisationName() {

//GET http://localhost:8080/jerseyrest2x/itcresources/itc

return "ITC Infotech, Bangalore, Karnataka";

}

@Path("/address")

@GET

@Produces(MediaType.TEXT\_PLAIN)

public String getAddress() {

// URL : http://localhost:8080/jerseyrest2x/itcresources/itc/address

return "ITC Infotech India Limited, 18, Banaswadi Main Rd, Maruthi Sevanagar, Bangalore, 560005";

}

// ~~~~~~~~~~~~~~~~~~~~~~~ @PathParam ~~~~~~~~~~~~~~~~~~~~~~~~~~~~

@Path("/address/{areaCode}")

@GET

@Produces(MediaType.TEXT\_PLAIN)

public String getAddressByCode(@PathParam("areaCode") String areaCode) {

// GET http://localhost:8080/jerseyrest2x/itcresources/itc/address/USA

try {

if (areaCode.equalsIgnoreCase("USA"))

return "12 North State, Route 17,Suite 303,Paramus,New Jersey,NJ-07652";

else if (areaCode.equalsIgnoreCase("Europe"))

return "Newell Consulting Oy,P.O. Box 16 , Olari,02211 Espoo, Helsinki";

else if (areaCode.equalsIgnoreCase("Africa"))

return "Johannesburg,2nd Floor, West Tower,Nelson Mandela Square,Maude Street, Sandton,Johannesburg, 2196";

else if (areaCode.equalsIgnoreCase("Asia"))

return "ITC Infotech India Limited, 18, Banaswadi Main Rd, Maruthi Sevanagar, Bangalore, 560005";

else

return "No such area code exists for ITC";

} catch (Exception e) {

return "No such area code exists for ITC";

}

}

// ~~~~~~~~~~~~~~~~~~~~~~~ @QueryParam ~~~~~~~~~~~~~~~~~~~~~~~~~~~~

@Path("/regionaladdress/{areaCode}")

// USA,EUROPE,ASIA

@GET

@Produces(MediaType.TEXT\_PLAIN)

public String getAddressByCountry(@PathParam("areaCode") String areaCode,

@QueryParam("country") String country) {

// GET http://localhost:8080/jerseyrest2x/itcresources/itc/regionaladdress/Europe?country=FI

try {

if (areaCode.equalsIgnoreCase("USA")

&& country.equalsIgnoreCase("NJ"))

return "12 North State, Route 17,Suite 303,Paramus,New Jersey,NJ-07652";

else if (areaCode.equalsIgnoreCase("Europe")

&& country.equalsIgnoreCase("FI"))

return "Newell Consulting Oy,P.O. Box 16 , Olari,02211 Espoo, Helsinki";

else if (areaCode.equalsIgnoreCase("Europe")

&& country.equalsIgnoreCase("SE"))

return "C/o Matrisen AB,Box 22059 , 104 22 Stockholm";

else if (areaCode.equalsIgnoreCase("Europe")

&& country.equalsIgnoreCase("DK"))

return "Havnegade 39, 3. sal,1058 Copenhagen K";

else if (areaCode.equalsIgnoreCase("Asia")

&& country.equalsIgnoreCase("IN"))

return "ITC Infotech India Limited, 18, Banaswadi Main Rd, Maruthi Sevanagar, Bangalore, 560005";

else

return "No such area code exists for ITC";

} catch (Exception e) {

return "No such area code exists for ITC";

}

}

@Path("/itcaddress")

@GET

@Produces(MediaType.TEXT\_PLAIN)

public String getITCAddress(@MatrixParam("country") String country,

@MatrixParam("areacode") String areaCode) {

// GET http://localhost:8080/jerseyrest2x/itcresources/itc/itcaddress;country=FI;areacode=europe

return getAddressByCountry(areaCode, country);

}

// ~~~~~~~~~~~~~~~~~~~~~~~ @FormParam ~~~~~~~~~~~~~~~~~~~~~~~~~~~~

@Path("/postaddress")

@POST

@Produces(MediaType.TEXT\_PLAIN)

public String postNGetITCAddress(@FormParam("country") String country,

@FormParam("areacode") String areaCode) {

// http://localhost:8080/jerseyrest2x/itcresources/itc/postaddress

return getAddressByCountry(areaCode, country);

}

/\*

\* In case of Firefox Rest Client

Set in the header

“name” = “Content-Type” and “value” = “application/x-www-form-urlencoded”

Then set the header as

country - FI

areacode - europe

In case of Chrome Postman

Click on x-www-form-urlencoded in Postman

country - FI

areacode - europe

\*/

// ~~~~~~~~~~~~~~~~~~~~~~~ @PathParam with Object ~~~~~~~~~~~~~~~~~~~~~~~~~~~~

@Path("/emp/{id}")

@GET

@Produces({ MediaType.APPLICATION\_XML, MediaType.APPLICATION\_JSON })

public Response getEmployee(@PathParam("id") String id) {

//GET http://localhost:8080/jerseyrest2x/itcresources/itc/emp/123

ObjectMapper mapper = new ObjectMapper();

Employee emp = null;

try {

File file = new File(Constants.DATA\_LOCATION\_FOLDER+File.separator+id+".json");

if( ! file.exists() )

return Response.status(404).entity("No information found for the given employee id ...").build();

emp = mapper.readValue(file, Employee.class);

} catch (JsonParseException e) {

e.printStackTrace();

} catch (JsonMappingException e) {

e.printStackTrace();

} catch (IOException e) {

e.printStackTrace();

}

return Response.ok(emp).build();

}

/\*\*

\* POST http://localhost:8080/jerseyrest2x/itcresources/itc/createemp

\*

\* JSON Structure

\* {

"Name": "Deba",

"Age": 23,

"Email": "deba@gmail.com",

"Adrs": {

"DoorNo": "12-A",

"Street": "Street-11",

"City": "Bangalore",

"Country": "Karnataka"

}

}

XML Structure

<Emp>

<Name>Deba</Name>

<Age>23</Age>

<Email>deba@gmail.com</Email>

<Adrs>

<DoorNo>12-A</DoorNo>

<Street>Street-11</Street>

<City>Bangalore</City>

<Country>Karnataka</Country>

</Adrs>

</Emp>

\*/

@Path("/createemp")

@POST

@Consumes({ MediaType.APPLICATION\_XML, MediaType.APPLICATION\_JSON })

@Produces({ MediaType.APPLICATION\_XML, MediaType.APPLICATION\_JSON })

public Response createEmp(Employee emp) {

System.out.println("Employee object received successfully .........");

//store into file system

if( new File(Constants.DATA\_LOCATION\_FOLDER+File.separator+emp.getName()+".json").exists()) {

return Response.status(409).entity("Employee already exists in the system ...").build();

}

FileUtil.saveFile(Constants.DATA\_LOCATION\_FOLDER+File.separator+emp.getName()+".json", emp.toJSON());

return Response.ok("Employee created successfully...").build();

}

/\*\*

\* PUT http://localhost:8080/jerseyrest2x/itcresources/itc/updateemp

\*

\* JSON Structure

\* {

"Name": "Deba",

"Age": 23,

"Email": "deba@gmail.com",

"Adrs": {

"DoorNo": "12-A",

"Street": "Street-11",

"City": "Bangalore",

"Country": "Karnataka"

}

}

XML Structure

<Emp>

<Name>Deba</Name>

<Age>23</Age>

<Email>deba@gmail.com</Email>

<Adrs>

<DoorNo>12-A</DoorNo>

<Street>Street-11</Street>

<City>Bangalore</City>

<Country>Karnataka</Country>

</Adrs>

</Emp>

\*/

@Path("/updateemp")

@PUT

@Consumes({ MediaType.APPLICATION\_XML, MediaType.APPLICATION\_JSON })

@Produces({ MediaType.APPLICATION\_XML, MediaType.APPLICATION\_JSON })

public Response updateEmp(Employee emp) {

System.out.println("Employee object received successfully .........");

//store into file system

if( new File(Constants.DATA\_LOCATION\_FOLDER+File.separator+emp.getName()+".json").exists()) {

FileUtil.saveFile(Constants.DATA\_LOCATION\_FOLDER+File.separator+emp.getName()+".json", emp.toJSON());

return Response.ok("Employee info updated successfully...").build();

}

else

return Response.status(404).entity("Employee information not found, hence can not be updated ...").build();

}

/\*\*

\* PUT http://localhost:8080/jerseyrest2x/itcresources/itc/deleteemp

\*

\* JSON Structure

\* {

"Name": "Deba",

"Age": 23,

"Email": "deba@gmail.com",

"Adrs": {

"DoorNo": "12-A",

"Street": "Street-11",

"City": "Bangalore",

"Country": "Karnataka"

}

}

XML Structure

<Emp>

<Name>Deba</Name>

<Age>23</Age>

<Email>deba@gmail.com</Email>

<Adrs>

<DoorNo>12-A</DoorNo>

<Street>Street-11</Street>

<City>Bangalore</City>

<Country>Karnataka</Country>

</Adrs>

</Emp>

\*/

@Path("/deleteemp")

@DELETE

@Consumes({ MediaType.APPLICATION\_XML, MediaType.APPLICATION\_JSON })

@Produces({ MediaType.APPLICATION\_XML, MediaType.APPLICATION\_JSON })

public Response deleteEmp(Employee emp) {

System.out.println("Employee object received successfully .........");

//store into file system

File file = new File(Constants.DATA\_LOCATION\_FOLDER+File.separator+emp.getName()+".json");

if( file.exists()) {

file.delete();

return Response.ok("Employee info deleted successfully...").build();

}

else

return Response.status(404).entity("Employee information not found, hence can not be deleted ...").build();

}

@POST

@Path("/upload")

@Consumes(MediaType.MULTIPART\_FORM\_DATA)

public Response uploadFile(FormDataMultiPart form) {

//POST http://localhost:8080/jerseyrest2x/itcresources/itc/upload

//Content-Type:multipart/form-data

FormDataBodyPart filePart = form.getField("file");

ContentDisposition headerOfFilePart = filePart.getContentDisposition();

InputStream fileInputStream = filePart.getValueAs(InputStream.class);

String filePath = Constants.SERVER\_UPLOAD\_LOCATION\_FOLDER

+ headerOfFilePart.getFileName();

// save the file to the server

saveFile(fileInputStream, filePath);

String output = "File saved to server location using FormDataMultiPart : "

+ filePath;

try {

fileInputStream.close();

} catch (IOException e) {

e.printStackTrace();

}

return Response.status(200).entity(output).build();

}

@POST

@Path("/upload1")

@Consumes(MediaType.MULTIPART\_FORM\_DATA)

public Response uploadFile(

@FormDataParam("file") InputStream fileInputStream,

@FormDataParam("file") FormDataContentDisposition contentDispositionHeader) {

//POST http://localhost:8080/jerseyrest2x/itcresources/itc/upload1

//Content-Type:multipart/form-data

String filePath = Constants.SERVER\_UPLOAD\_LOCATION\_FOLDER + contentDispositionHeader.getFileName();

// save the file to the server

String output = "";

try {

saveFile(fileInputStream, filePath);

output = "File saved to server location : " + filePath+" successfully";

} catch (Exception e) {

e.printStackTrace();

output = "Unexpected server exception while uploading the file.";

}

return Response.status(200).entity(output).build();

}

@POST

@Path("/upload3")

@Consumes({MediaType.MULTIPART\_FORM\_DATA})

public Response uploadFileWithData1(

@FormDataParam("file") InputStream fileInputStream,

@FormDataParam("file") FormDataContentDisposition cdh,

@FormDataParam("emp") String emp) throws Exception {

//http://localhost:8080/jerseyrest2x/itcresources/itc/upload3

//Content-Type:multipart/form-data

//form data as emp:abcd

try {

System.out.println("Emp data as String :::"+emp);

//System.out.println("--->"+URLDecoder.decode(emp,"UTF-8"));

} catch (Exception e) {

e.printStackTrace();

}

String output = "";

try {

String filePath = Constants.SERVER\_UPLOAD\_LOCATION\_FOLDER + cdh.getFileName();

saveFile(fileInputStream, filePath);

output = "File saved to server location : " + filePath+" successfully";

} catch (Exception e) {

e.printStackTrace();

output = "Unexpected server exception while uploading the file.";

}

return Response.status(200).entity(output).build();

}

@Path("/download")

@GET

// @Produces(MediaType.APPLICATION\_OCTET\_STREAM)

@Produces("image/jpg")

public Response getFile() {

//GET http://localhost:8080/jerseyrest2x/itcresources/itc/download

//You can invoke this url directly in the browser

byte[] docStream = readContents("D:/temp/d.doc");

return Response.ok(docStream, MediaType.APPLICATION\_OCTET\_STREAM)

.header("content-disposition", "attachment; filename = r.jpg")

.build();

}

private byte[] readContents(String filePath) {

File file = new File(filePath);

byte[] buffer = new byte[(int) file.length()];

InputStream inStream = null;

try {

inStream = new FileInputStream(file);

inStream.read(buffer);

} catch (FileNotFoundException e) {

e.printStackTrace();

} catch (IOException e) {

e.printStackTrace();

} finally {

try {

if (inStream != null)

inStream.close();

} catch (Exception e2) {

}

}

return buffer;

}

// save uploaded file to a defined location on the server

private void saveFile(InputStream uploadedInputStream, String serverLocation) {

try {

OutputStream outpuStream = new FileOutputStream(new File(

serverLocation));

int read = 0;

byte[] bytes = new byte[1024];

outpuStream = new FileOutputStream(new File(serverLocation));

while ((read = uploadedInputStream.read(bytes)) != -1) {

outpuStream.write(bytes, 0, read);

}

outpuStream.flush();

outpuStream.close();

} catch (IOException e) {

e.printStackTrace();

}

}

}

## ITCAppConfig.java

package com.ddlab.rest.itc.resources;

import java.util.HashSet;

import java.util.Set;

import javax.ws.rs.ApplicationPath;

import javax.ws.rs.core.Application;

import org.glassfish.jersey.jackson.JacksonFeature;

import org.glassfish.jersey.media.multipart.MultiPartFeature;

@ApplicationPath("itcresources") //It becomes optional if you provide <url-pattern>/\*</url-pattern> in web.xml

public class ITCAppConfig extends Application {

@Override

public Set<Class<?>> getClasses() {

Set<Class<?>> resources = new HashSet<Class<?>>();

resources.add(ITCInfotechServices.class);

resources.add(MultiPartFeature.class);

resources.add(JacksonFeature.class);

return resources;

}

}

## Service Layer

## EmployeeService.java

**package** com.ddlab.rest.service;

**import** com.ddlab.rest.entity.User;

**public** **interface** EmployeeService {

**public** **void** createUser(User user);

**public** **void** updateUser(User user);

**public** **void** deleteUser(User user);

**public** User getUserById(String id);

}

## EmployeeServiceImpl.java

**package** com.ddlab.rest.service;

**import** com.ddlab.rest.entity.User;

**public** **class** EmployeeServiceImpl **implements** EmployeeService {

**public** **void** createUser(User user) {

System.***out***.println("User created successfully...");

}

**public** **void** updateUser(User user) {

System.***out***.println("User information updated successfully...");

}

**public** **void** deleteUser(User user) {

System.***out***.println("User information deleted successfully...");

}

**public** User getUserById(String id) {

**if**( id == **null** ) **throw** **new** NullPointerException("User id can not be blank or empty");

User user = **new** User();

user.setPassword("");

user.setUserName("Deb");

user.setId(Integer.*parseInt*(id));

**return** user;

}

}

## Entity Layer

## Address.java

**package** com.ddlab.rest.entity;

**import** javax.xml.bind.annotation.XmlAccessType;

**import** javax.xml.bind.annotation.XmlAccessorType;

**import** javax.xml.bind.annotation.XmlElement;

**import** javax.xml.bind.annotation.XmlRootElement;

**import** org.codehaus.jackson.annotate.JsonProperty;

@XmlRootElement(name = "Adrs")

@XmlAccessorType(XmlAccessType.***FIELD***)

**public** **class** Address {

@XmlElement(name = "DoorNo")

@JsonProperty("DoorNo")

**private** String doorNo;

@XmlElement(name = "Street")

@JsonProperty("Street")

**private** String streetId;

@XmlElement(name = "City")

@JsonProperty("City")

**private** String city;

@XmlElement(name = "Country")

@JsonProperty("Country")

**private** String country;

**public** String getDoorNo() {

**return** doorNo;

}

**public** **void** setDoorNo(String doorNo) {

**this**.doorNo = doorNo;

}

**public** String getStreetId() {

**return** streetId;

}

**public** **void** setStreetId(String streetId) {

**this**.streetId = streetId;

}

**public** String getCity() {

**return** city;

}

**public** **void** setCity(String city) {

**this**.city = city;

}

**public** String getCountry() {

**return** country;

}

**public** **void** setCountry(String country) {

**this**.country = country;

}

}

## Constants.java

**package** com.ddlab.rest.entity;

**public** **interface** Constants {

**public** **static** **final** String ***SERVER\_UPLOAD\_LOCATION\_FOLDER*** = "D:/temp/";

**public** **static** **final** String ***DATA\_LOCATION\_FOLDER*** = "D:/temp/data";

}

## Employee.java

**package** com.ddlab.rest.entity;

**import** java.io.IOException;

**import** javax.xml.bind.annotation.XmlAccessType;

**import** javax.xml.bind.annotation.XmlAccessorType;

**import** javax.xml.bind.annotation.XmlElement;

**import** javax.xml.bind.annotation.XmlRootElement;

**import** org.codehaus.jackson.JsonGenerationException;

**import** org.codehaus.jackson.annotate.JsonProperty;

**import** org.codehaus.jackson.map.JsonMappingException;

**import** org.codehaus.jackson.map.ObjectMapper;

@XmlRootElement(name = "Emp")

@XmlAccessorType(XmlAccessType.***FIELD***)

**public** **class** Employee {

@XmlElement(name = "Name")

@JsonProperty("Name")

**private** String name;

@XmlElement(name = "Age")

@JsonProperty("Age")

**private** **int** age;

@XmlElement(name = "Email")

@JsonProperty("Email")

**private** String emailId;

@XmlElement(name = "Adrs")

@JsonProperty("Adrs")

**private** Address adrs;

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** **int** getAge() {

**return** age;

}

**public** **void** setAge(**int** age) {

**this**.age = age;

}

**public** String getEmailId() {

**return** emailId;

}

**public** **void** setEmailId(String emailId) {

**this**.emailId = emailId;

}

**public** Address getAdrs() {

**return** adrs;

}

**public** **void** setAdrs(Address adrs) {

**this**.adrs = adrs;

}

**public** String toJSON() {

ObjectMapper mapper = **new** ObjectMapper();

**try** {

**return** mapper.writeValueAsString(**this**);

} **catch** (JsonGenerationException e) {

e.printStackTrace();

} **catch** (JsonMappingException e) {

e.printStackTrace();

} **catch** (IOException e) {

e.printStackTrace();

}

**return** **null**;

}

}

## FileUtil.java

package com.ddlab.rest.entity;

import java.io.FileNotFoundException;

import java.io.FileOutputStream;

import java.io.IOException;

import java.io.OutputStream;

public class FileUtil {

public static void saveFile( String filePath , String contents ) {

OutputStream out = null;

try {

out = new FileOutputStream(filePath);

out.write(contents.getBytes());

} catch (FileNotFoundException e) {

e.printStackTrace();

} catch (IOException e) {

e.printStackTrace();

}

finally {

if( out != null ) {

try {

out.flush();

out.close();

} catch (IOException e) {

e.printStackTrace();

}

}

}

}

}

## User.java

package com.ddlab.rest.entity;

import javax.xml.bind.annotation.XmlAccessType;

import javax.xml.bind.annotation.XmlAccessorType;

import javax.xml.bind.annotation.XmlElement;

import javax.xml.bind.annotation.XmlRootElement;

import javax.xml.bind.annotation.XmlType;

import org.codehaus.jackson.annotate.JsonProperty;

import org.codehaus.jackson.annotate.JsonPropertyOrder;

@XmlRootElement(name = "User")

@XmlAccessorType(XmlAccessType.FIELD)

@XmlType(propOrder={"userName", "password","id"})

@JsonPropertyOrder(value={"userName", "password", "id"})

public class User {

@XmlElement(name = "username")

@JsonProperty("username")

private String userName;

@XmlElement(name = "password")

@JsonProperty("password")

private String password;

@XmlElement(name = "id")

@JsonProperty("id")

private int id;

public String getUserName() {

return userName;

}

public void setUserName(String userName) {

this.userName = userName;

}

public String getPassword() {

return password;

}

public void setPassword(String password) {

this.password = password;

}

public int getId() {

return id;

}

public void setId(int id) {

this.id = id;

}

}